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ABSTRACT

The Intercom program in the Haystack pointing system provides communica -
tions between the pointing system and an experimenter at Haystack using the console
keyboard-typewriter. A user at the Millstone or the West Ford site may also
direct the pointing system via a teletypewriter. The structure of the program, the

calling sequence for it, and the conventions affecting the operator are described.
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PREFACE

This document was written by C. W, Adams Associates,
575 Technology Square, Cambridge, Massachusetts, under
subcontract to Group 62 of Lincoln Laboratory, as part of

a programming effort on the Haystack Pointing System.
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I. INTRODUCTION

INTERCOM is an independent closed subroutine used in
the Haystack Pointing System to provide communication between
the operator of the system and the various programs which
point the antenna. The routine also has the facility for
allowing the operator of the West Ford antenna system to com-
municate with Univac U490 programs operating on that device.
Programs which use INTERCOM specify the format for input
and/or output by format specification tables referred to in
the calling sequence. The basic input-output device used by
INTERCOM is the console typewriter-printer provided with the
Univac 490. However, when operating with the West Ford sys-
tem, a standard teletypewriter (Model 28) is used instead for
input-output.

All messages, both input and output, may be fully logged
on the high-speed printer, using the Haystack system sub-
program PRLOG, as well as on the console typewriter-printer.
Thus, if the nperator chooses to terminate printing on the
console device, he will still have a complete record of all
messages prepared by INTERCOM,



II. PROGRAM SPECIFICATIONS

Calling Sequence

From User Program:

RJP U (INTERCOM)
U-TAG XXXXX,YYYYY
Normal return

XXXXX = location of output specification table; and
YYYYY = location of input specification table. If
XXXXX = 0, no output activity will take place; if
YYYYY = 0, no input will be expected; if both XXXXX

and YYYYY = 0, control will be returned to the normal
return after cycling once through the system. When-
ever control is returned to the normal return, all
input-output activity is completed.

From Master Control Program (MCP):
RJP L (INTERCOM)

Attention return
Normal return

Communication with West Ford Teletypewriter

To indicate that the West Ford teletypewriter is to be
used as the basic communication device with the Haystack
console serving only as monitor, the Univac 490 operator
must set Jump Key 3 on the computer control board. When
INTERCOM finds this, it sets up for conversion of all in-
formation to or from teletype code and operates through an
additional input-output channel. The 490 console is dis-
abled for input but prints everything that is printed on
the West Ford teletypewriter, both input and output. All
special control keys perform the same functions on the West
Ford and the Haystack keyboards.



Control Characters

Haystack West Ford Meaning

C/R C/R (carriage Temminates input, causes
return) INTERCOM to evaluate in-
put string for format
validity, limits not ex-
ceeded, etc. If input is
acceptable, causes * to be
printed. If no input ex-
pected, terminates output.

? ? Deletes current input and
allows operator to start
over, Causes the message
NOT ACCEPTED to be printed.

E] (SPEC) # Forces limit check, i.e.,
if limit had been ex-
ceeded, this key will
cause the input value to
be accepted regardless of
limit. Causes the message
ACCEPTED to be printed.

Eﬂ (or 1) (bell) Attention symbol; causes

transfer of control to
attention return in MCP.

Operational Conventions

Any output information may be cut off at any time by
hitting either a control character key or a data character
key (except when parallel output on the high speed printer is
unavailable if it was desired). A carriage return with indenta-
tion, or a line feed, depending on the action called for in the
input specification table, will be issued followed by that
character (or the appropriate message, if one of the control
characters was hit). If input is expected, that character
will be treated as the first character of the input string. If
no input is expected, the character is ignored.

After a limit has been exceeded, a carriage return will
cause no operation. The operator must hit either a question



mark to delete the entry or the SPEC key to force the answer
in spite of the 1limit, or he may begin immediately to type
the new answer which will automatically delete the previous
entry. Once this has been done the carriage return key will
again perform its normal function.

Up to 300 characters may be output in any one output
message. Since the teleprinter page is only 72 character
positions wide, however, the user must make provision for
issuing his own carriage return and line feed.

The space character is printed but not recognized for
nunerical input. It is accepted, though, for alphanumeric
character string input. .

Carriage positioning conventions are designed so that
it is always possible to distinquish information typed by
the computer (output) from that typed by the operator (input).
Output information always begins at the left margin of the
log paper. It may extend over several lines, but each line
should begin at the left margin (unless spaces are deliber-
ately programmed into the output message, which is not rec-
ommended) . Input information will always be started on the
next line below the last line of output. The input message
would begin either indented five spaces from the left margin
or directly below the first space after the output message,
depending on an indicator bit in the input specification
table.

High-Speed Printer Output

If Jump Key 1 is not set on the computer control board,
there is activated a series of routines that cause all mes-
sages, both input and output, to be printed in their entirety
on the high-speed printer. (Note that the normal condition
is for printer output; setting Jump Key 1 inhibits printer
output.) This provides a complete log of operator activity
since, even if the operator terminates an output message
before completion on the console printer by commencing the
input response, the entire message will be printed on the
high-speed (line) printer. Indentation is identical to what
would appear on the console printer, but vertical spacing
is compressed to single spacing between lines.



An additional option is provided for using the various
output formatting and conversion routines in INTERCOM as a
means for conveniently printing internally-stored informa-
tion on the line printer without printing on the console
printer. This requires a call to INTERCOM with no input
indicated and a special bit setting in the output specifica-
tion table. This is further described in the section ex-
plaining the output specification entry.

Error Conditions

FORMAT ERROR - This message is typed by INTERCOM after
the operator has completed typing the input message and hit
carriage return if his input violated one of the require-
ments of the input specification. For example, if numeric
input was specified and the operator typed an alphabetic
character, or if an octal number was specified and the op-
erator typed an 8 or 9, etc. After typing the error mes-
sage, INTERCOM will give a carriage return, enough spaces
to line up the new answer with the erroneous one, and re-
type as much of the input as correctly met the specifica-
tions. The operator may proceed to finish the input message
correctly, again terminating with the carriage return. This
process will be repeated as long as incorrect input is typed.
An incorrect input may not be forced to be accepted but the
entire input string may be deleted by typing a question mark.

PROGRAM ERROR - This message is typed by INTERCOM if an
output message cannot be properly converted to the format
specified by the output specification table, or if either of
the specification tables is improperly coded. In short, it
implies that the program which called INTERCOM is in error
and there is nothing the operator can do to cause or cor-
rect this condition. INTERCOM will return control to the
normal return of the MCP and the program which caused the
error will not be resumed.

MAX LIMIT, MIN LIMIT - These messages are typed by IN-
TERCOM if the upper or lower limit given in the input speci-
fication table is exceeded. The message will occur after
the operator hits the carriage return terminating the input
string. The operator then has the three options described
above under Operational Conventions, namely, to start a new
input string directly, to force the entry past the limit
check, or to delete the previous entry. It is important



to note that once this error message has been typed, the lo-
cation specified to receive the input entry has had that
entry stored in it; therefore it is not possible to delete
the entry, then hit carriage return and assume that the re-
ceiving location has the same contents as before the call to
INTERCOM.

Specification Tables

Two distinct types of specification tables may be ref-
erenced by INTERCOM, each with its own rules for proper
preparation. The output specification table consists of one
or more separate output specification entries. If there are
more than one, the routine will link together the output
messages indicated and type each in its own format with a
single call to INTERCOM. Inputs may not be linked in this
manner; thus the input specification table will always con-
sist of only one entry.

Qutput Specification Entry

The first word of the output specification will contain
the format description of what is to be printed. The second
word will contain, in the lower half, the location of the in-
formation to be output. The upper half of the word will con-
tain:

All ones (77777), meaning there is nothing more to be
printed.

All zeros (00000), meaning the following location con-
tains the first word of the next output specification
entry to be processed.

The location of the next output specification to be
processed (must not be location 00000, 00001, 77776, or
77777) .

If line printer output only is desired, this half-word
in the first output specification entry of the table
should contain either a -1 (77776) if there is nothing
more to be printed, or a +1 (00001) if the following
location contains the first word of another entry.



There is no provision for indicating printer-only op-
eration in an entry which points to the location of
the next entry.

The following format descriptions are acceptable for
output specification entries:

F8

XBBy

means that a 60-bit floating-point value is to
be printed in exponential form with B digits to
the right and one digit to the left of the deci-
mal point; for example, a format description of
F6 would result in a printout of the form:
1,23u567E-2.

means that a 30-bit value is to be printed out
as a fixed-point decimal number whose radix
point is to the right of bit y (the 30 bits
being counted 0 to 29 from right to left), B
numerals (8=1 to 9) expressing the fraction and
as many digits as required for the integer por-
tion. (y=0 implies an integer.) The integer
portion is followed by a decimal point whether
or not a fractional portion follows.

means that a 30-bit value is to be printed as a
signed decimal integer with leading zeros sup-
pressed.

means that a 30-bit value is to be printed out
as a 10-digit octal integer.

means that the second entry will contain the lo-
cation of one or more words containing a string
of six-bit (Fieldata) alphanumeric characters
which will be terminated by a word of all ones.

Input Specification Entry

The first word of the input specification table will
contain the format description. The second word will con-
tain, in the lower half, the location into which the input
information is to be placed (converted into internal com-

puter form).

If this information requires more than one




word (double-length floating-point numbers or an alpha string
of characters), this location is the first location of the
information to be stored.

The upper half of the second word will contain two indi-
cator bits to specify carriage positioning prior to input and
whether or not limit checking is desired.

To specify a carriage return, line feed and usual iden-
tation, the upper half of the second word is coded as a one
(00001). A line-feed-only specification is coded as zero.
The input information would then begin immediately following
the output, but on the next line,

To specify limit checking the upper half of the second
word is coded as 10. No limit checking is coded as 00. Thus,
to specify both carriage return and limit check the upper
half would be coded as 11, If limit checking is indicated,
there will be a third entry containing the lower limit and a
fourth entry for the upper limit. If the converted number is
double-length, the third and fourth entries will similarly be
double-length.

The following format descriptions are acceptable for the
input specification table:

E means that the input number is to be converted to
a 60-bit internal format floating-point number.
The forms of a number which may be input are:

57
5.7E+1
547 EL
57.0
57.
S57E2
570E-1

Xy means that a number is to be converted to a 30-bit
fixed-point binary numnber with the radix point to
the right of bit y. The input format of the num-
ber is the same as for floating-point numbers.

D means that a signed decimal integer is to be con-
verted to a 30-bit binary number. (Omission of
sign implies positive.)



0 means that a signed octal integer is to converted
to a 30-bit binary number. (Omission of sign im-
plies positive.)

b means that a YES or NO is to be typed next. If
a YES is typed, a one will be placed in the loca-
tion specified in the second entry; 4if a NO, a
zero will be placed there.

La means that from 1 to a alphabetic letters (A to Z)
are to be typed.

N means that from 1 to a numerals are to be typed.

M means that from 1 to a characters of any mixture

are to be typed.

wé means that the character to be typed must be ¢
where ¢ is some specific character.

o may not exceed 300, (the size of the character buffer
used for both input and output.)

Examples

To output a string of characters, such as a statement
requiring no reply, an entry would be made to INTERCOM from
the calling program by:

RJP U (INTERCOM)
U-TAG OUTSPEC,0

where OUTSPEC is the location of the output specification
table.
The output specification table would be written in

SPURT, as follows:

OUTSPEC FD O A
77777 MESSAGELOC



MESSAGELOC FD 3 FIRST NUMBER
77777 77777

To input only a number to be converted to floating-
point and to store that number in XX, the calling sequence
would be:

RJP U (INTERCOM)

0 INSPEC
INSPEC FD 0 F

0 XX

To both output the statement above and input the previ-
ously specified number, the following entry could be made:

RJP U (INTERCOM)
U-TAG OUTSPEC, INSPEC

The output and input specification tables as written
above would be used.

To link together several output messages with different
formats and require another format for input, the coding be-
low might be used. (This particular sequence of code would
serve as an octal-to-decimal converter which would print the
decimal equivalent of the previous input number and then
await new input.)

RJP U (INTERCOM) CALL INTERCOM

U-TAG SPECTBLOUT ,SPECTBLIN

JP $-2 RETURN TO TYPEOUT LAST

COMMENT INPUT AND AWAIT NEXT
SPECTBLOUT FD 1 A ALPHA OUTPUT

00000 DECMESSAGE POINT TO MESSAGE

FD 1 D DECIMAL OUTPUT

NEXTSPEC NUMBERLOC POINT TO NUMBER
NEXTSPEC  FD 1 A ALPHA OUTPUT

77777 HOCTMSG POINT TO MESSAGE
DECMESSAGE FD U4 DECIMAL EQUIVALENT =

77777 77777 TERMINATE ALPHA STRING
HOCTMSG FD 3 OCTAL NUMBER =

77777 77777 TERMINATE ALPHA STRING

10



NUMBERLOC 00000 ooiuy

SPECTBLIN FD 1 0 OCTAL INPUT
10 NUMBERLOC LINE FEED AND LIMIT CHECK
00000 00000 LOWER LIMIT = 0
00000 01'000 UPPER LIMIT = 1000

This coding could produce the following log on the con-
sole printer:

(a) DECIMAL EQUIVALENT = 100 OCTAL NUMBER

®) 678 FORMAT ERROR

(c) 67%

(d) DECIMAL EQUIVALENT = 55 OCTAL NUMBER =

(e) 2233 MAX LIMIT=0000001000

() 7654 MAX L

(2) ACCEPTED

(h) DECIMAL EQUIVALENT = 4012 OCTAL NUMBER =

Notes:

Line (b) - Digit 8 is not an octal digit, hence caused format
error.

Line (e) - Number typed was larger than 1000, hence caused
limit check error.

Line (f) - Number typed was larger than 1000, hence caused
limit check error. Operator did not wait for entire
error message to print, but hit SPEC key to force
typein in spite of exceeding limit.

Line (g) - Message typed as result of hitting SPEC key.

11



III. SUBROUTINE DESCRIPTIONS

INTERCOM

Function

To print a message on the console printer (and/or the
line printer) consisting of alphabetic information, fixed-
point, floating-point, octal integer or decimal integer con-
verted from internal computer representation, and to accept
similar types of input from the console typewriter or a re-
mote teletypewriter.

Calling Sequence

RJP U(INTERCOM)
U-TAG XOXX,YYYYY
Normal return

COOXKX
YYYYY

location of output specification table)
location of input specification table)

Input

Output and input specification tables (see Section II).

Output

Printed output on console printer, line printer, or
remote teleprinter.

Converted values of input information stored in location
given by input specification table.

Subroutines Used

PUTFORMINT, COMPROC, WESTOUT, WESTIN, HSPOUT.

12



Storage Areas Read

None.

Storage Areas Written

INTOUTSWO, CASESET, INTOUTSW, ACTIVITY
SPECTBLS, PRINTSW, BUFFCOUNT, BUFFER
KILLOUTSW, BUFSLOT

Method

INTERCOM interprets calling sequence and, through use
of PUTFORMINT, prepares the output message string., It ini-
tiates the output buffer, calls WESTOUT if Jump Key 3 is set
indicating that the West Ford console should also receive
the output message, and calls HSPOUT if line printer output
is also indicated (Jump Key 1 not set). If no output is
indicated, INTERCOM sets the output completion bit in the
ACTIVITY word and bypasses initiating any output buffer,
Once all appropriate outputs are initiated, INTERCOM exits
to an address set up by COMPROC, which must be called first
for initialization. This address is normally in the MCP of
the pointing system and control remains with the MCP until
output is complete or terminated by the operator and the in-
put, if indicated, is correctly accepted, converted, limit
checked and stored in the user's area as performed by COMPROC.
COMPROC then jumps back to the exit portion of INTERCOM, re-
turning to the user program via the normal return., If nei-
ther input nor output is indicated, INTERCOM merely cycles
once through the MCP and COMPROC, then returns to the user
program without any teletypewriter action,

Error Conditions

For operator error conditions, see Error Conditions in
Section II. Program error conditions cause a jump to the
routine called ERROR with a 0 in the A register indicating
an invalid call to INTERCOM. The message "PROGRAM ERROR
XOXX™ is printed where XXXXX is the location of the call to
INTERCOM.

13



COMPROC

Function

To initialize the interrupt answering routines, test
for output or input completed, interpret, check, convert
and store the input and return control to the user program
when input is correct.

Calling Sequence

RJP L (INTERCOM)
Attention return
Normal return

Input

ACTIVITY - a status register set by the interrupt
answering routines,

BUFFER - an area containing the string of input
characters.

Output

INTERCOM program messages indicating error conditions
or valid input.

Subroutines Used

INFORMINT, WESTOUT, WESTIN, HSPACC, HSPGIN,
HSPATIN, HSPNOTACC, SPACERITE, ERROR

Storage Areas Read

ACTIVITY, SPECTBLS, BUFSLOT, BUFFCOUNT

14



Storage Areas Written

SLOTSTOR, ACTIVITY, LOCININT (42), LOCOUTINT (62),
LOCTTYIN (40), LOCTTYOUT (60), BUFSLOT
BUFFER

(Locations 40, 60, 42, and 62 are the hardware inter-
rupt locations for input and output on channels 0 and 2,
respectively.)

Method

COMPROC is called by MCP to respond to an operator's
use of the control characters. It examines the ACTIVITY
word to decide whether to exit immediately back to the MCP,
process completed input data, exit to the attention return,
delete input up to this point, etc. When all input is
correct, COMPROC will jump back to the exit portion of
INTERCOM, returning control to the user program.

Error Conditions
An error of any type causes a jump to the routine called

ERROR with a code in the A register. The codes are interpreted
as follows:

0 - program error; invalid call to INTERCOM

20 -~ maximum limit exceeded

21 - minimum limit exceeded
other ~ format error; input cannot be correctly

interpreted

15



INTOUT

Function

To answer output interrupts serving two types of output:
1) the output message strings prepared by INTERCOM or COMPROC;
and 2) the single characters echoed back to the console print-
er by INTIN, the input interrupt answering routine. Routine
serves both console printer and remote teletypewriter.

Calling Sequence

From location 62 (the Internal Output Interrupt location
for channel 2) or location 60 (the location for channel 0) the
instruction

RJP INTOUT

is executed by the hardware when an output buffer on channel

2 or channel 0 is exhausted. The return from INTOUT releases
the interlock set by the hardware interrupt and returns con-
trol to the user's program at the point at which the interrupt
occurred.

Input

None.,

Output
ACTIVITY - not changed if only single character input is

being returned to printer; set to 4 if output message string
is complete.

Subroutines Used

WESTOUT, WESTIN

16



Storage Areas Read

SPECTBLS

Storage Areas Written

ACTIVITY

Method

A switch setting INTOUTSWO determines which of the two
types of output is being processed. If single character echo-
ing is being performed, the routine immediately sets up an-
other input buffer and exits. If message strings are being
processed, the specification table is examined to see if car-
riage return and indentation is requested or only line feed
and the appropriate spacing output characters are given (with-
out further interrupt required). Then the ACTIVITY word is
set to 4, an input buffer initiated and the routine releases
interlock and exits.

Error Conditions

None.

17



INTIN

Function

To answer input interrupts for the console typewriter.
Can terminate output and examine the input character to see
if it is a control character. 1If a control character, it
processes it accordingly setting the appropriate bit in the
ACTIVITY word; if not, it stores the input character in the
next available slot in the buffer and initiates an output
buffer to echo the character back to the printer.

Calling Sequence

From location 42 (the Internal Input Interrupt location
for channel 2) the instruction

RJP INTIN

is executed by the hardware when the single word (character)
input buffer connected to channel 2 becaomes filled. The
return from INTIN releases the interlock set by the hardware
interrupt and returns control to the point at which the inter-
rupt occurred.

Input
BUFIN - the single character buffer

Output

ACTIVITY - 10 if input complete (carriage return)
4 if output terminated
2 if deletion (question mark)
1 if attention (attention symbol)

Subroutines Used

WESTOUT, WESTIN, ERROR

18



Storage Areas Read

BUFIN, SPECTBLS, BUFSLOT, BUEFER

Storage Areas Written

ACTIVITY, BUFSLOT

Method

If output is in progress when INTIN is called, that out-
put is terminated and either a carriage return, line feed
and indentation is given or only a line feed depending on the
input specification table. Then the input character is ex-
amined. If it is one of the control characters, the appro-
priate bit is set in the ACTIVITY word and the routine exits
after re-initiating the input buffer. If not a control char-
acter, it is stored in the next slot in the BUFFER, BUFSLOT
is incremented, and the character is output back to the con-
sole printer and to the remote teletypewriter if West Ford
communication is indicated.

Error Conditions

If BUFSLOT, when incremented, exceeds the limit on the
BUFFER size, currently set to 30Q,, the effect is as if a
carriage return had been issued. Presumably, a format error
will be detected by COMPROC since no input specification allows
for more than 300 characters.
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TTYININT

Function

To answer input interrupts for the remote teletypewriter
(at West Ford). The routine interprets the character, echoes
it, sets a case switch if the character is a shift, otherwise
translates the character to Fieldata code and passes it on to
INTIN for normal input character processing.

Calling Sequence

From location 40 (the Internal Input Interrupt location
for channel 0) the instruction

RJP TTYININT

is executed by the hardware when a single word (character)
input buffer connected to channel 0 becomes filled. The
return from TTYININT releases the interlock set by the hard-
ware interrupt and returns control to the point at which the
interrupt occurred.

Input
TTYINWD - the single character buffer,

Output
See output of INTIN,

Subroutines Used

INTIN

Storage Areas Read

TTYINWD, TTYTBL

20



Storage Areas Written

BUF INWD

Method

The teletype to Fieldata translation table has letter
shift characters in the lower portion of the table and fig-
ure shift characters in the higher portion. The base ad-
dress of the table is set to one or the other of these por-
tions by the corresponding shift character after which the
Fieldata character corresponding to any teletype character
may be accessed directly. This character is placed in
BUFINWD, simulating the hardware function of filling the
buffer and allowing INTIN to process the character exactly
as though it came from the console typewriter,

Error Conditions

None.

21



WESTOUT

Function

The West Ford teletypewriter output routine tests Jump
Key 3 to sec if communication is desired with the West Ford
device, If so, it translates the output message string pre-
pared by INTERCOM or COMPROC from Fieldata to teletype code,
inserting shift characters as necessary and initiates an out-
put buffer to West Ford, with or without monitor as the in-
struction preceding the call indicates.

Calling Sequence

IN KEYIN, W(BUFINWD), MONITOR (Optional)

OUT KEYOUT, W(ANYTHING) , MONITOR (MONITOR optional)
RJP WESTOUT

Normal return

Input

Output buffer of Fieldata characters indicated by OUT
instruction preceding call.

Qutput

Printed output on remote teletypewriter.

Subroutines Used

None .

Storage Areas Read

TTYTBL.

22



Storage Areas Written

FDBUFCNT, TTYBUF.

Method

The two instructions preceding the call to WESTOUT are
interpreted as follows: 4if the instruction preceding the call
is an OUT with MONITOR, the OUT instruction on channel 0 will
likewise be with MONITOR, otherwise the OUT will be without
MONITOR. The buffer word indicated by that instruction will
be used to show the location and size of the Fieldata buffer
to be translated. The instruction preceding that (two prior
to the RJP) is examined to see if it is an IN; if so, a cor-
responding IN is initiated on channel O.

Error Conditions

None.

23



INFORMINT

Function

To interpret the input specification table, test the
completed input message for proper format, convert to in-
ternal computer word representation, store in the user's area,
and check for the value within the limits given.

Calling Sequence

RJP INFORMINT

0 location of input spec table
Error return

Normal return

Input

BUFFER - the string of characters containing the input
message.

The input specification table indicated.

Output

The converted value of the input message stored in the
user's area.

Subroutines Used

GREEKCONV

The following routines are called corresponding to the
format character given in the input specification table:

Format Character TEST STORE LMTCHK
F FLOATIN FLTSRT SLTLMT
X FIXIN NUMSTR FIXLMT
D DECIN NUMSTR DECLMT
0 HOCTIN NUMSTR HOCTLMT

24



Format Character TEST STORE LMTCHK

B YESIN NUMSTR NOLMT
L INPUTLA STRING NOLMT
N INPUTNA STRING NOLMT
[ INPUTMA STRING NOLMT
w SPECIN NUMSTR NOLMT

Storage Areas Read

INCODTBL, INTEGER.

Storage Areas Written

BUFSLOT.

Method

The routine examines the input specification table to
see if characters other than the format character are re-
quired to specify gamma (the binary point of a fixed-point
number) , the number of characters to be input, or the speci-
fic character to be typed. If so, these numbers are con-
verted with GREEKCONV and passed on (by being left in the A-
register) to the appropriate TEST routine. The appropriate
STORE routine stores the converted values in the location (s)
indicated in the specification table, after which, if limit
checking is indicated, they are tested by the corresponding
LMICHK routine to see if they are within the given limits.

Error Conditions

1) Errors may be passed on from the TEST routine and
the LMTCHK routine. The contents of the A-register are un-
changed so that the individual routines determine the type
error.

2) An error return from GREEKCONV causes a 0 (program
error) to be placed in the A-register before returning to the
error return.

3) If a format character other than those allowed is
specified, a program error is indicated.
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PUTFORMINT

Function

To interpret the Output Specification Table, linking
individual entries and causing the internal representations
to be converted to the appropriate output form and placed
in the output buffer, one character per word.

Calling Sequence

RJP PUTFORMINT

0 location of output spec table
Error return

Normal return

Input

The output specification table indicated.

Output

BUFFER - the string of characters comprising the output
message.

Subroutines Used

GREEKCONV, PUTPREP,

Storage Areas Read

PUTCODTBL, CHARO, INTEGER.

Storage Areas Written

None (BUFFER through use of PUTPREP),
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Method

A loop is established for processing each specification
entry. Within that loop the format character determines
whether there are additional characters in the word for
specifying beta (the number of fractional digits to print)
or gamma (the binary point of a fixed-point number). If so,
they are converted from Fieldata to decimal and given to the
calling sequence of PUTPREP, The PUTPREP routine actually
calls the conversion routines and unpacks the output charac-
ters for storing in the buffer. PUTFORMINT then tests for
more entries in the specification table and either repeats
the loop or exits accordingly.

Error Conditions

Any error condition, whether generated by subroutines
or by PUTFORMINT coding, causes an exit to the error return
with a O (program error) in the A-register.
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PUTPREP

Function

To call the appropriate output conversion routine,
unpack the resultant characters and store them with sign,
decimal point, etc., in the output buffer.

Calling Seguence

RJP PUTPREP
U-TAG XXXXX, YYYYY
Error return

Normal return

where XXXXX = location of information to be converted and
YYYYY = code, gamma, beta as follows:
000 CCC GGG GGB BBB
R B N . P4
code gamma beta
Input

Information in calling sequence,

Output

BUFFER - the string of characters containing the
output message.

BUFFCOUNT - a count of the number of characters
in BUFFER.

Subroutines Used

COTFLT, COFFIX, BINDECINT, BINOCTFLD, ZROSUPINT,
BUFESTORE,
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Storage Areas Read

SIGN, IOINTEGER, IOFRACTION, BETA, EXPSIGN, IOEXPONENT
INTEGER.

Storage Areas Written

CODE, GAMMA, BETA, BUFFER, BUFFCOUNT

Method

Completely separate paths are followed for each of the
five possible output format characters (codes). Straight
Fieldata output is converted within PUTPREP; all other con-
versions are done with subroutines,

Error Conditions

Any error condition causes an exit to the error return
with a code in the A-register as follows:

11 - output message exceeds size of buffer

25 - Format Character not valid
other - as returned from conversion routine
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INPUTLA ,INPUTNA , INPUTMA

Function

To test the input string of characters for proper class:
alphabetic, numeric or mixed, respectively.

Calling Sequence

RJP INPUTXA

Error return

Normal return

with the maximum number of characters to be
tested in the A-register

Input

None.

Output

The appropriate return.

Subroutines Used

INPUTA.

Storage Areas Read

None.

Storage Areas Written

None,
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Method

An index register is loaded with the address of a word
containing the upper and lower limits of the character codes
within the class indicated by the particular routine. This
word is given to INPUTA to test the input string in general.

Error Conditions

If the string contains a character not between 05 and
37 for INPUTLA or between 57 and 71 for INPUTNA, the appro-
priate error return is given,
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INPUTA

function

To test a string of input characters falling within a
pair of Fieldata codes given by the calling routines.

Calling Sequence

ENT B6 ADDRESS
RJP INPUTA
Error return
Normal return
ADDRESS XX YY

where XX is the upper limit and YY the lower limit of
the class of characters being tested.

Input
BUFFER+ (BUFSLOT) .

The A-register containing the maximum number of characters
to be tested.

Output
A setting of B6, BUFSLOT,

Subroutines Used

None,

Storage Areas Read

BUFFER, BUFSLOT
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Storage Areas Written

BUFSLOT.

Method

The input buffer beginning at BUFFER + (BUFSLOT) is
tested character by character for a space which is ignored,
a carriage return which is cleared in the buffer and trig-
gers the normal return, or a character within the limits
specified. Any character other than these causes an error
return.

Error Conditions

1. A 10 in the A-register indicates too many characters
in the string prior to the carriage return. B6 contains a
one.

2. If a character is not within the specified class,
the error return is given with a zero in B6.
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DECIN, HOCTIN

Function

To test the input string for proper decimal or octal
format and convert to internal code.

Calling Sequence

RJP DECIN or RJP HOCTIN
Error return
Normal return

Input

None,

Output

The appropriate return and the converted number
in INTEGER.

Subroutines Used

NUMIN,

Storage Areas Read

None.

Storage Areas Written

BINLMT, CONVERT,
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Method

The appropriate BCD limit, 10 for HOCTIN or 12 for
DECIN, is placed in BINLMT and the appropriate conversion
routine, INTOCTBIN or INTBCDBIN, respectively, placed in
CONVERT. Then the common routine NUMIN is called which
actually tests the characters and calls the proper conver-
sion routine,

Error Conditions

1. The error return from DECIN leaves a 07 in the A-
register.

2. The error return from HOCTIN leaves a 06 in the A-
register,
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NUMIN

Function

To test and convert a string of input characters in
either octal or decimal form.

Calling Sequence

RJP NUMIN
Error return
Normal return

Input
BINLMT, CONVERT, BUFFER+(BUFSLOT).

Output
INTEGER.

Subroutines Used

INTOCTBIN or INTBCDBIN,

Storage Areas Read

BINLMT, CONVERT, BUFFER, BUFSLOT.

Storage Areas Written

SIGN, IOINTEGER (2), NUMDIG.
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Method

The string is first examined for a sign character which
is used to set the register SIGN to 1 if minus or to 0 if
plus. If no sign is found, the register SIGN is set to 0 and
the rest of the string examined. Spaces are ignored. Each
number is converted from Fieldata to pure BCD, tested against
the maximuwn limit given in BINLMT, and then packed into
IOINTEGER, a 2-register common storage area. The appropriate
conversion routine converts the number and leaves it properly
signed in INTEGER.

Error Conditions

If any format condition is not met or if the conversion
routine indicates an error, the routine exits to the error
return.
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SPECIN

Function

To test the input string for a particular character.

Calling Sequence

RJP SPECIN
Error return
Normal return

N

with the Fieldata code of the character to be tested for in
the A-register.

Input
BUFFER+(BUFSLOT)

Output
INTEGER.

Subroutines Used

None,

Storage Areas Read

BUFSLOT, BUFEER,

Storage Areas Written

INTEGER.
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Me thod

Spaces are not permitted; the character in BUFFER+
(BUFSLOT) must be precisely that given in the A-register
and the next character must be a carriage return., The
proper character is placed in the common storage register
INTEGER,

Error Conditions

1. If the input buffer size is exceeded, the error
return is made with a 01 in the A-register.

2, If the character was not properly entered, the
error return is made with a 10 in the A-register.
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YESIN

Function

To test the input string for a yes or no answer,

Calling Sequence

RJP YESIN
Error return
Normal return

Input

BUFFER+ (BUFSLOT) .

Output

INTEGER (= 1 for yes, 0 for no).

Subroutines Used

None,

Storage Areas Read

BUFFER, BUFSLOT.

Storage Areas Written

INTEGER.
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Method

Spaces are ignored. Only the first character is
tested for Y or N, after which anything may be typed.

Error Conditions

If neither a Y nor an N is typed as the first non-
space character, the routine exits to the error return
with an 11 in the A-register,
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FLOATIN, FIXIN

Function

To test the input string for proper exponential format
and convert to either floating- or fixed-point internal form.

Calling Sequence

RJP FLOATIN or RJP FIXIN
Error return
Normal return

Input

None,

Output

The appropriate return.

Subroutines Used

EXPREPREN, CINFLT or CINFIX

Storage Areas Read

None,

Storage Areas Written

None,
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Method

FXPREPREN is a common routine for testing input format,
after which the appropriate conversion routine is called.

Error Conditions

If either of the subroutines indicates an error, the
routine exits to the error return.
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FXPREPREN

Function

To test the input string for proper exponential format
and get the information into common storage areas.

Calling Sequence

RJP FXPREPREN
Error return
Normal return

Input
BUFFER

Output

EXPSIGN, SIGN, IOINTEGER(2), IOFRACTION(2), IOFRACTION (2),
IOEXPONENT,

Method

Each portion of the input number is examined separately,
beginning with the sign (the absence of which indicates a
plus), followed by the integer portion terminated by a decimal
point, then by the fraction terminated by an E, then by the
sign of the exponent, and finally by the magnitude of the
exponent, terminated by a carriage return.

Error Conditions

Tests are made for the digit count of the integer or
fraction portion not exceeding 10, for the exponent not
exceeding 40, for all characters to be valid digits, etc.
Any violation causes an exit to the error return.
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BINDECINT

Function

To convert the value in INTEGER from binary to decimal
in Fieldata output form.

Calling Sequence

RJP BINDECINT
Normal return

Input
INTEGER.

Output
IOINTEGER(2), SIGN

Subroutines Used

None,

Storage Areas Read

INTEGER

Storage Areas Written

IOINTEGER (2), SIGN
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Method

Repeatedly divide the quantity in INTEGER, having been
forced positive, by 12 and store the remainder in the ap-
propriate digit position of IOINTEGER or IOINTEGER+1,

Error Conditions

None,
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INTOCTBIN

Function

To convert the value in IOINTEGER from octal input form
to internal binary form,

Calling Sequence

RJP INTOCTBIN
Error return
Normal return

Input
IOINTEGER (2), SIGN.

Output
INTEGER.,

Subroutines Used

None.

Storage Arecas Read

IOINTEGER (2), SIGN,

Storage Areas Written

INTEGER.
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Method

Each character is tested for the presence of an 8 or 9,
which results in an error condition. If not, the good char-
acters are packed into a register that is stored in INTEGER.

Error Conditions

Non-octal digits result in an exit to the error return.
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INTBCDBIN

Function

To convert a value in IOINTEGER from integer decimal
form to internal binary.

Calling Sequence

RJP INTBCDBIN
Error return
Normal return

Input
IOINTEGER (2), SIGN,

Output
INTEGER.

Subroutines Used

None,

Storace Areas Read

TOINTEGER (2), SIGN,

Storage Areas Written

INTEGER.
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Method

Multiply successively higher order digits by 12¢ and
add to the previous partial product.

Error Conditions

An overflow in the multiplication process indicates
that the value in IOINTEGER was too large to convert to

single-word binary and causes an exit to the error return.
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FRABCDBIN

Function

To convert a value in IOFRACTION from fractional decimal
form to internal binary.

Calling Sequence

RJP FRABCDBIN
Normal return

Input
IOFRACTION(2) , SIGN.

Output
FRACTION.

Subroutines Used

None.

Storage Areas Read

IOFRACTION (2) , SIGN.

Storage Arcas Written

FRACTION.
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Method

Multiply successively higher order digits by (10/12)2
and add to the previous partial product (where n is the
decimal power of 10 of the digit being multiplied).

Error Conditions

None.
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BINDECFRA

Function

To convert a value in FRACTION from internal binary form
to fractional decimal form suitable for output.

Calling Sequence

RJP BINDECFRA
Normal return

Input
FRACTION.

Output
IOFRACTION(2) , SIGN.

Subroutines Used

None.

Storage Areas Read

FRACTION.

Storage Areas Written

IOFRACTION(2) , SIGN.
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Method

Multiply the fraction by 10 (B1), each time converting the

high-order four bits to output form and accumulating them in
TOFRACTION.

Error Conditions

None.
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SUPZRO

Function
To suppress leading zeros in the area defined by the

calling sequence, converting them to blanks, but leaving
one zero if the entire value is zero,

Calling Seguence

RJP SUPZRO
U-TAG AREA XX (XX = number of words)
Normal return

Input

Area given by calling sequence.

Output

Same area.

Subroutines Used

None,

Storave Areas Read

Area given by calling sequence,

Storace Areas Written

Same area.
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Method

Test leading digits for zero, clearing each until a non-
zero digit is found or the area exhausted. If the latter,
force a single zero in the least significant digit position
of the area.

Error Conditions

None.
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COFRND

Function

To round off the value in IOINTEGER and IOFRACTION to
BETA deeimal places.

Calling Sequence

RJP COFRND
Normal Return

Input
IOINTEGER(2) , IOFRACTION(2), BETA.

Output
IOINTEGER (2) , IOFRACTION (2)

Subroutines Used

None.

Storage Areas Read

IOINTEGER (2) , IOFRACTION (2), BETA.

Storage Areas Written

TOINTEGER (2) , IOFRACTION (2) .
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Method

The BETA+1st digit is tested for five or greater. If
not, it is cleared and the fraction replaced as is; if so,
the next higher order digits are tested for 9's to see if
the carry will propagate upwards. This process continues
from IOFRACTION through to IOINTEGER until a digit less than
9 is found at which point 1 is added to it and the value
cleared up and prepared for output with BETA digits, zero or
greater in IOFRACTION.

Error Conditions

None,
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COFFIX

Function
To convert the fixed-point value indicated by the call-

ing sequence to output fixed point format with BETA decimal
places printing.

Calling Sequence

RJP COFFIX
U-TAG ADDRESS,GAMMA
Normal recturn

Input

Value in address given in calling sequence.

Output
IOINTEGER (2) , IOFRACTION (2), SIGN.

Subroutines Used

BINDECINT, BINDECFRA, COFRND, SUPZRO.

Storacc Areas Read

Address given in calling sequence.

Storage Areas Written

SIGN, INTEGER, FRACTION, IOINTEGER(2), IOFRACTION (2)
(by subroutines).
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Method

The value is made positive and its true sign temporarily
stored. It is then separated into its integer and fractional
portions by the binary point (GAMMA) given in the calling
sequence, Each is separately converted to output form and
the entire value rounded to BETA decimal places with leading
zeros suppressed.

Error Conditions

None
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CINFIX

Function
To convert the input value in the various storage

registers to a single fixed-point binary quantity with the
binary point given by the calling seguence.

Calling Seguence

RJP CINFIX

U-TAG ADDRESS,GAMMA
Error return

Normal return

Input
IOINTEGER (2) , TIOFRACTION(2) , IOEXPONENT, EXPSIGN, SIGN.

Output

The address given in the calling sequence,

Subroutines Used

INTBCDBIN, FRABCDBIN,

Storage Areas Read

IOINTEGER (2) , IOFRACTION (2), IOEXPONENT, EXPSIGN, SIGN,
INTEGER, FRACTION, NOINTS.

Storage Areas Written

INTEGER, FRACTION (by subroutines); address given in
calling sequence, FXCODE,
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Method

After masking off the Fieldata code bits from all num-
bers, the exponent is converted to binary. The values in
IOINTEGER and IOFRACTION are shifted right or left (depend-
ing on the sign of the exponent), the number of digit posi-
tions indicated by the exponent. Then the integer and the
fractional portions are separately converted to binary through
the use of subroutines and the results shifted together the
nunmber of places given by the binary point (GAMMA) in the call-
ing sequence. This quantity, after adjustment for sign, is
then stored in the address given in the calling sequence.

Error Conditions

If overflow occurs indicating that the integer portion
is too large to fit into the number of bit positions available,
the routine exits to the error return.
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COTFLT

Function

To convert the value indicated by the calling sequence
from internal floating-point form to output exponential form.

Calling Sequence

RJP COTFLT
U-TAG ADDRESS,0
Error return
Normal return

Input
Floating-point value in ADDRESS (2).

Output
IOINTEGER+1, IOFRACTION(2) , IOEXPONENT, EXPSIGN, SIGN.

Subroutines Used

FLTPT, BINDECINT, BINDECFRA, COFRND, SUPZRO.

Storage Areas Read

EXPONENT, FPFRACTION.

Storage Areas Written

INTEGER, FRACTION, EXPONENT, FPFRACTION, IOINTEGER(2),
IOFRACTION (2) , IOEXPONENT, EXPSIGN, SIGN, SINTEMP.
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Method

The value indicated by the calling sequence is stored
as a positive quantity in the common area EXPONENT and
FPFRACTION along with temporary storage of the true sign.
Separate paths are entered depending on the sign of the ex-
ponent; but as the functions are similar, only the positive
exponent path will be described.

The number is tested against the floating-point rep-
resentation of 10 and repeatedly divided by it with cor-
responding adjustment of IOEXPONENT until it is less. Then
it is tested against a table of floating-point representa-
tions of powers of ten and divided by the highest one which
is less than it, thus making the number in terms of units
only. Now the value can be shifted an amount equal to the
exponent minus the base (40000) to separate the integer and
fractional portions which are each converted separately to
output format. The resultant input-output values are rounded
to BETA decimal places and zero suppressed. The IOEXPONENT
is then converted to decimal for output.

Error Conditions

If the resultant value of IOEXPONENT is greater than U0,
the routine exits to the error return.
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CINELT

Function
To convert the input value in the various common storage

registers to a floating point number stored in EXPONENT and
FPFRACTION.

Calling Sequence

RJP CINFLT
Error return
Normal return

Input
IOINTEGER(2) , IOFRACTION(2) , IOEXPONENT, EXPSIGN, SIGN.

Qutput
EXPONENT, FPFRACTION.

Subroutines Used

INTBCDBIN, FRABCDBIN, FLTPT.

Storage Areas Read

TOINTEGER (2) , IOFRACTION (2), IOEXPONENT, EXPSIGN, SIGN,
INTEGER, FRACTION

Storage Areas Written

INTEGER, FRACTION (by subroutines), EXPONENT, FPFRACTION.
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Method

The input integer and fraction are separately converted
to internal binary form after being stripped of Fieldata code
bits. The resultant words are normalized by shifting to-
gether with a base exponent increased by one for each posi-
tion shifted out of the integer and into the fraction. Al-
ternatively, if the value were a pure fraction, the exponent
would be decreased by one for each bit position the fraction
is shifted left until it is normalized. This normalized re-
sult is rounded off with appropriate exponent adjustment and
stored in a floating-point area.

Now the input exponent may be applied through use of the
floating-point subroutines. This exponent is separated into
the tens and units position for conservation of table storage
size. The floating-point value developed thus far is multi-
plied by the appropriate units digit, also in floating-point
form, and that result multiplied by the appropriate multiple
of ten. The final result is adjusted for the original sign.

Error Conditions

The error return from the INTBCDBIN subroutine causes an
exit to the error return.
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